**Q-1 Circular Queue program.**

#include <stdio.h>

# define max 6

int queue[max]; // array declaration

int front=-1;

int rear=-1;

// function to insert an element in a circular queue

void enqueue(int element)

{

if(front==-1 && rear==-1) // condition to check queue is empty

{

front=0;

rear=0;

queue[rear]=element;

}

else if((rear+1)%max==front) // condition to check queue is full

{

printf("Queue is overflow..");

}

else

{

rear=(rear+1)%max; // rear is incremented

queue[rear]=element;

}

}

// function to delete the element from the queue

int dequeue()

{

if((front==-1) && (rear==-1)) // condition to check queue is empty

{

printf("\nQueue is underflow..");

}

else if(front==rear)

{

printf("\nThe dequeued element is %d", queue[front]);

front=-1;

rear=-1;

}

else

{

printf("\nThe dequeued element is %d", queue[front]);

front=(front+1)%max;

}

}

// function to display the elements of a queue

void display()

{

int i=front;

if(front==-1 && rear==-1)

{

printf("\n Queue is empty..");

}

else

{

printf("\nElements in a Queue are :");

while(i<=rear)

{

printf("%d,", queue[i]);

i=(i+1)%max;

}

}

}

int main()

{

int choice=1,x; // variables declaration

while(choice<4 && choice!=0) // while loop

{

printf("\n Press 1: Insert an element");

printf("\nPress 2: Delete an element");

printf("\nPress 3: Display the element");

printf("\nEnter your choice");

scanf("%d", &choice);

switch(choice)

{

case 1:

printf("Enter the element which is to be inserted:");

scanf("%d", &x);

enqueue(x);

break;

case 2:

dequeue();

break;

case 3:

display();

}}

return 0;

}

**Output: ![](data:image/png;base64,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)**

**Q-2.Program for deque.**

#include<stdio.h>

#include<conio.h>

#define SIZE 5

int items[SIZE];

int front = -1, rear = -1;

// Check if the queue is full

int isFull() {

if ((front == rear + 1) || (front == 0 && rear == SIZE - 1)) return 1;

return 0;

}

// Check if the queue is empty

int isEmpty() {

if (front == -1) return 1;

return 0;

}

// Adding an element

void enQueue(int element) {

if (isFull())

printf("\n Queue is full!! \n");

else {

if (front == -1) front = 0;

rear = (rear + 1) % SIZE;

items[rear] = element;

printf("\n Inserted -> %d", element);

}

}

// Removing an element

int deQueue() {

int element;

if (isEmpty()) {

printf("\n Queue is empty !! \n");

return (-1);

} else {

element = items[front];

if (front == rear) {

front = -1;

rear = -1;

}

// Q has only one element, so we reset the

// queue after dequeing it. ?

else {

front = (front + 1) % SIZE;

}

printf("\n Deleted element -> %d \n", element);

return (element);

}

}

// Display the queue

void display() {

int i;

if (isEmpty())

printf(" \n Empty Queue\n");

else {

printf("\n Front -> %d ", front);

printf("\n Items -> ");

for (i = front; i != rear; i = (i + 1) % SIZE) {

printf("%d ", items[i]);

}

printf("%d ", items[i]);

printf("\n Rear -> %d \n", rear);

}

}

void main() {

// Fails because front = -1

clrscr();

deQueue();

enQueue(1);

enQueue(2);

enQueue(3);

enQueue(4);

enQueue(5);

// Fails to enqueue because front == 0 && rear == SIZE - 1

enQueue(6);

display();

deQueue();

display();

enQueue(7);

display();

// Fails to enqueue because front == rear + 1

enQueue(8);

getch();

}

**Output: ![](data:image/png;base64,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)**

**Q-3.Program for priority queue.**

#include <stdio.h>

int size = 0;

void swap(int \*a, int \*b) {

int temp = \*b;

\*b = \*a;

\*a = temp;

}

// Function to heapify the tree

void heapify(int array[], int size, int i) {

if (size == 1) {

printf("Single element in the heap");

} else {

// Find the largest among root, left child and right child

int largest = i;

int l = 2 \* i + 1;

int r = 2 \* i + 2;

if (l < size && array[l] > array[largest])

largest = l;

if (r < size && array[r] > array[largest])

largest = r;

// Swap and continue heapifying if root is not largest

if (largest != i) {

swap(&array[i], &array[largest]);

heapify(array, size, largest);

}

}

}

// Function to insert an element into the tree

int i;

void insert(int array[], int newNum)

{

if (size == 0) {

array[0] = newNum;

size += 1;

} else {

array[size] = newNum;

size += 1;

for ( i = size / 2 - 1; i >= 0; i--) {

heapify(array, size, i);

}

}

}

// Function to delete an element from the tree

void deleteRoot(int array[], int num) {

int i;

for (i = 0; i < size; i++) {

if (num == array[i])

break;

}

swap(&array[i], &array[size - 1]);

size -= 1;

for ( i = size / 2 - 1; i >= 0; i--) {

heapify(array, size, i);

}

}

// Print the array

void printArray(int array[], int size) {

for ( i = 0; i < size; ++i)

printf("%d ", array[i]);

printf("\n");

}

// Driver code

int main() {

int array[10];

insert(array, 3);

insert(array, 4);

insert(array, 9);

insert(array, 5);

insert(array, 2);

printf("Max-Heap array: ");

printArray(array, size);

deleteRoot(array, 4);

printf("After deleting an element: ");

printArray(array, size);

getch();

}
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